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**Introduction**

This Research document exists in order to create an overview of the research done by ITopia. The need for this document comes from the request from Nikhef to create an overview of the research done of JaNET’s moonshot project and the creation of ITopia’s solution to improve security of Nikhef’s own moonshot version.

In the first chapter, Project Definition, de project is explained en described. For this project study of different protocols is necessary for example SSH, GSS API, EAP-TTLS, etc. These protocols are, with the most relevant information, described is in the chapter “Need to know”. In “Research JaNET Moonshot” the results of JanNET’s moonshot with the known problems is written. Furthermore, in chapter “FreeRadius Module” our solution to make Nikhef’s moonshot project more secure is described. The last chapter will be our conclusion of our research.

# Project Definition

## Goal

The goal of the project was to secure the existing federated access to an SSH-shell using the user's existing credentials. This should be done without making the password or password hash known anywhere but the user's instance's RADIUS-server. This includes availability by sniffing. During the development, the focus was to follow the security principles and the creation of a standardized solution.

## Project conditions and limitations

The scope of the project was to study the existing literature and presenting the findings and the development of possible solutions that will enable the user to securely connect to an OpenSSH server using Radius. The priority of the project, considering the time restrictions, is the delivery of solutions that can be presented and used on an international level.

# Need to know

This chapter provides an overview of the need to know subjects. The subjects are necessary in order to understand the more technical aspects of this project and the problems we have faced with the possible solutions.

## EAP-TTLS

“The Tunneled TLS EAP method (EAP-TTLS) is very similar to EAP-PEAP in the way that it works and the features that it provides.  The difference is that instead of encapsulating EAP messages within TLS, the TLS payload of EAP-TTLS messages consists of a sequence of attributes.  By including a RADIUS EAP-Message attribute in the payload, EAP-TTLS can be made to provide the same functionality as EAP-PEAP.  If, however, a RADIUS Password or CHAP-Password attribute is encapsulated, EAP-TTLS can protect the legacy authentication mechanisms of RADIUS. The advantage of this becomes apparent if the EAP-TTLS server is used as a proxy to mediate between an access point and a legacy home RADIUS server.  When the EAP-TTLS server forwards RADIUS messages to the home RADIUS server, it encapsulates the attributes protected by EAP-TTLS and inserts them directly into the forwarded message.  The EAP-TTLS messages are not forwarded to the home RADIUS server.  Thus the legacy authentication mechanisms supported by existing RADIUS severs in the infrastructure can be protected for transmission over wireless LANs.”(1)

![RADIUS EAP-TTLS, EAP-PEAP, 802.1X](data:image/gif;base64,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)

**Figure 1 — How a TTLS server interacts with a legacy RADIUS server(1)**

**Actors**

*Client* - A client trying to authenticate / get access to network resources

*Network Access Server* - Access point to the network (a switch, wireless access point, or something completely different like an SSH server).

*TTLS AAA server* - The server which securely (over EAP/TTLS) negotiates the authentication process for the client

*AAA/H Server* - The AAA (home) server with access to the clients credentials. This can be the same as the TTLS AAA server.

“**Packet encapsulation**

EAP/TTLSv1 packet:

0 1 2 3

0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| Code | Identifier | Length |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| Type | Flags | Message Length

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

Message Length | Data...

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

Code:

1 for request, 2 for response.

Identifier:

The Identifier field is one octet and aids in matching responses

with requests. The Identifier field MUST be changed for each

request packet and MUST be echoed in each response packet.

Length:

The Length field is two octets and indicates the number of octets

in the entire EAP packet, from the Code field through the Data

field.

Type:

21 (EAP-TTLS, all versions)

Flags:

0 1 2 3 4 5 6 7

+---+---+---+---+---+---+---+---+

| L | M | S | R | R | V |

+---+---+---+---+---+---+---+---+

L = Length included

M = More fragments

S = Start

R = Reserved

V = Version (001 for EAP-TTLSv1)

The L bit is set to indicate the presence of the four octet TLS

Message Length field. The M bit indicates that more fragments are

to come. The S bit indicates a Start message. The V bit is set to

the version of EAP-TTLS, and is set to 001 for EAP-TTLSv1.

Message Length:

The Message Length field is four octets, and is present only if

the L bit is set. This field provides the total length of the raw

data message sequence prior to fragmentation.

Data:

For all packets other than a Start packet, the Data field

consists of the raw TLS message sequence or fragment thereof. For

a Start packet, the Data field may optionally contain an AVP

sequence.”(2)

“**Security relationships**

*Client <-> NAS* - No pre-existing security relationship.

*NAS <-> TTLS AAA Server <-> AAA/H Server* - Pre-existing security relationship is assumed. The secure connection between these points is not in the scope of the EAP/TTLS protocol and has to be configured separately. RADIUS uses pre-shared keys by default to connect with NAS devices (and other RADIUS servers, seen as NAS devices by RADIUS servers).

*Client <-> TTLS AAA Server* - One-way trust based on the servers CA certificate, or two-way trust if client certificate validation is enabled.”(3)

**Use-case: Client tries to authenticate with a TTLS RADIUS server**

1. Client tries to connect to the NAS
2. NAS sends an EAP-Request/Identity message to the client
3. Client responds with an EAP-Response/Identity message (no username / password is present in this message)
4. The NAS now acts as a passthrough device, allowing the TTLS server to negotiate the EAP-TTLS with the client directly

**TLS Handshake:**

1. Server sends an EAP/TTLS start packet to the client
2. Client sends **ClientHello** message with highest supported TLS version and a list of suggested ciphersuites
3. Server sends **ServerHello** message with chosen TLS version and chosen cipersuite (EAP/TTLSv1 here)
4. Server sends certificate to authenticate itself
5. Client verifies this and generates a pre-master secret for the session, ecrypts it with the servers public key (from the server certificate) and (optionally) its own certificate to the server
6. The server (optionally) verifies the client certificate.
7. Using its private key, the server decrypts the client’s pre-master secret.
8. Both the client and the server use the pre-master secret, together with a random number from both Hello messages, to compute the master secret that will be used as the symmetric key to encrypt and decrypt all future communication between server and client.
9. Both server and client send each other a message confirming that future messages will be encrypted. They then send a separate message encrypted with the new master secret, that the client / server part of the TLS handshake is finished  
   **AVP (attribute-value pairs) exchange**
10. Using the master secret, the client now tunnels attribute-value pairs to the EAP/TTLS server, which uses this information to attempt an AAA authentication.
11. … (W.I.P.)

## GSS(API)

“The GSSAPI is an IETF standard that provides a set of cryptographic services to an application. The services are provided via a well-defined application programming interface. The cryptographic services are:

* Context/session setup and shutdown
* Encrypting and decrypting messages
* Message signing and verification

The API is designed to work with a number of cryptographic technologies, but each technology separately defines the content of packets. Two independently written applications that use the GSSAPI may not be able to interoperate if they are not using the same underlying cryptographic technology.

There are at least two standard protocol-level implementations of the GSSAPI, one using Kerberos and the other using RSA public keys. In order to understand what is needed to support a particular implementation of the GSSAPI, you also need to know which underlying cryptographic technology has been used.

The GSSAPI works best in applications where the connections between computers match the transactions being performed. If multiple connections are needed to finish a transaction, each one will require a new GSSAPI session, because the GSSAPI does not include any support for identifying the cryptographic context of a message. Applications that need this functionality should probably be using TLS or SSL.

Because of the lack of context, the GSSAPI does not work well with connectionless protocols like UDP; it is really suited only for use with connection-oriented protocols like TCP.”(4)

“**Authentication Framework**

This example illustrates use of the GSS-API in conjunction with public-key mechanisms, consistent with the X.509 Directory Authentication Framework. The GSS\_Acquire\_cred() call establishes a credentials structure, making the client's private key accessible for use on behalf of the client. The client calls GSS\_Init\_sec\_context(), which interrogates the Directory to acquire (and validate) a chain of public-key certificates, thereby collecting the public key of the service. The certificate validation operation determines that suitable integrity checks were applied by trusted authorities and that those certificates have not expired. GSS\_Init\_sec\_context() generates a secret key for use in per-message protection operations on the context, and enciphers that secret key under the service's public key.

The enciphered secret key, along with an authenticator quantity signed with the client's private key, is included in the output\_token from GSS\_Init\_sec\_context(). The output\_token also carries a certification path, consisting of a certificate chain leading from the service to the client; a variant approach would defer this path resolution to be performed by the service instead of being asserted by the client. The client application sends the output\_token to the service. The service passes the received token as the input\_token argument to GSS\_Accept\_sec\_context(). GSS\_Accept\_sec\_context() validates the certification path, and as a result determines a certified binding between the client's distinguished name and the client's public key. Given that public key, GSS\_Accept\_sec\_context() can process the input\_token's authenticator quantity and verify that the client's private key was used to sign the input\_token. At this point, the client is authenticated to the service. The service uses its private key to decipher the enciphered secret key provided to it for per-message protection operations on the context. The client calls GSS\_GetMIC() or GSS\_Wrap() on a data message, which causes per-message authentication, integrity, and (optional) confidentiality facilities to be applied to that message. The service uses the context's shared secret key to perform corresponding GSS\_VerifyMIC() and GSS\_Unwrap() calls.”(5)

“**User Authentication with GSSAPI**

GSSAPI (Generic Security Service Application Programming Interface) is a function interface that provides security services for applications in a mechanism independent way. This allows different security mechanisms to be used via one standardized API. GSSAPI is often linked with Kerberos, which is the most common mechanism of GSSAPI.” (6)

## SSH

“Secure Shell (SSH) is a protocol for secure remote login and other secure network services over an insecure network. It consists of three major components:

* The Transport Layer Protocol [SSH-TRANS] provides server authentication, confidentiality, and integrity. It may optionally also provide compression. The transport layer will typically be run over a TCP/IP connection, but might also be used on top of any other reliable data stream.
* The User Authentication Protocol [SSH-USERAUTH] authenticates the client-side user to the server. It runs over the transport layer protocol.
* The Connection Protocol [SSH-CONNECT] multiplexes the encrypted tunnel into several logical channels. It runs over the user authentication protocol.

The client sends a service request once a secure transport layer connection has been established. A second service request is send after user authentication is complete. This allows new protocols to be defined and coexist with the protocols listed above. The connection protocol provides channels that can be used for a wide range of purposes. Standard methods are provided for setting up secure interactive shell sessions and for forwarding ("tunneling") arbitrary TCP/IP ports and X11 connections.”(7)

**OpenSSH**

“OpenSSH is a FREE version of the SSH connectivity tools that technical users of the Internet rely on. Users of telnet, rlogin, and ftp may not realize that their password is transmitted across the Internet unencrypted, but it is. OpenSSH encrypts all traffic (including passwords) to effectively eliminate eavesdropping, connection hijacking, and other attacks. Additionally, OpenSSH provides secure tunneling capabilities and several authentication methods, and supports all SSH protocol versions.

The OpenSSH suite replaces rlogin and telnet with the [ssh](http://www.openbsd.org/cgi-bin/man.cgi?query=ssh&sektion=1) program, rcp with [scp](http://www.openbsd.org/cgi-bin/man.cgi?query=scp&sektion=1), and ftp with [sftp](http://www.openbsd.org/cgi-bin/man.cgi?query=sftp&sektion=1). Also included is [sshd](http://www.openbsd.org/cgi-bin/man.cgi?query=sshd&sektion=8) (the server side of the package), and the other utilities like [ssh-add](http://www.openbsd.org/cgi-bin/man.cgi?query=ssh-add&sektion=1), [ssh-agent](http://www.openbsd.org/cgi-bin/man.cgi?query=ssh-agent&sektion=1),[ssh-keysign](http://www.openbsd.org/cgi-bin/man.cgi?query=ssh-keysign&sektion=8), [ssh-keyscan](http://www.openbsd.org/cgi-bin/man.cgi?query=ssh-keyscan&sektion=1), [ssh-keygen](http://www.openbsd.org/cgi-bin/man.cgi?query=ssh-keygen&sektion=1) and [sftp-server](http://www.openbsd.org/cgi-bin/man.cgi?query=sftp-server&sektion=8).

OpenSSH is developed by [the OpenBSD Project](http://www.openbsd.org/). The software is developed in countries that permit cryptography export and is freely useable and re-useable by everyone under a BSD license. However, development has costs, so if you find OpenSSH useful (particularly if you use it in a commercial system that is distributed) please consider [donating to help fund the project](http://www.openssh.org/donations.html).

OpenSSH is developed by two teams. One team does strictly OpenBSD-based development, aiming to produce code that is as clean, simple, and secure as possible. We believe that simplicity without the portability "goop" allows for better code quality control and easier review. The other team then takes the clean version and makes it portable (adding the "goop") to make it run on many operating systems -- the so-called **-p** releases, ie "OpenSSH 4.0p1".

We sell OpenSSH [T-shirts](http://www.openssh.org/tshirts.html) and [posters](http://www.openbsd.org/orders.html#posters). Sales of these items also help to fund development. Donations and other contributions have come entirely from end-users.

Please take note of our [Who uses it](http://www.openssh.org/users.html) page, which list just some of the vendors who incorporate OpenSSH into their own products -- as a critically important security / access feature -- instead of writing their own SSH implementation or purchasing one from another vendor. This list specifically includes companies like Cisco, Juniper, Apple, Red Hat, and Novell; but probably includes almost all router, switch or unix-like operating system vendors. In the 10 years since the inception of the OpenSSH project, these companies have contributed not even a dime of thanks in support of the OpenSSH project (despite numerous requests).”(8)

## RADIUS

“RADIUS is a widely used protocol in network environments. It is commonly used for embedded network devices such as routers, modem servers, switches, etc. It is used for several reasons:

* The embedded systems generally cannot deal with a large number of users with distinct authentication information. This requires more storage than many embedded systems possess.
* RADIUS facilitates centralized user administration, which is important for several of these applications. Many ISPs have tens of thousands, hundreds of thousands, or even millions of users. Users are added and deleted continuously throughout the day, and user authentication information changes constantly. Centralized administration of users in this setting is an operational requirement.
* RADIUS consistently provides some level of protection against a sniffing, active attacker. Other remote authentication protocols provide either intermittent protection, inadequate protection or non-existent protection. RADIUS's primary competition for remote authentication is TACACS+ and LDAP. LDAP natively provides no protection against sniffing or active attackers. TACACS+ is subtly flawed, as discussed by Solar Designer in his advisory.
* RADIUS support is nearly omni-present. Other remote authentication protocols do not have consistent support from hardware vendors, whereas RADIUS is uniformly supported. Because the platforms on which RADIUS is implemented on are often embedded systems, there are limited opportunities to support additional protocols. Any changes to the RADIUS protocol would have to be at least minimally compatible with pre-existing (unmodified) RADIUS clients and servers.

RADIUS is currently the de-facto standard for remote authentication. It is very prevalent in both new and legacy systems.

#### Applicability

This analysis deals with some of the characteristics of the base RADIUS protocol and of the User-Password attribute. Depending on the mode of authentication used, the described User-Password weaknesses may or may not compromise the security of the underlying authentication scheme. A complete compromise of the User-Password attribute would result in the complete compromise of the normal Username/Password or PAP authentication schemes, because both of these systems include otherwise unprotected authentication information in the User-Password attribute. On the other hand, when a Challenge/Response system is in use, a complete compromise of the User-Password attribute would only expose the underlying Challenge/Response information to additional attack, which may or may not lead to a complete compromise of the authentication system, depending on the strength of the underlying authentication system.

This analysis does not cover the RADIUS protocol's accounting functionality (which is, incidentally, also flawed, but normally does not transport information that must be kept confidential).

**Protocol Summary**

A summary of the RADIUS packet is below (from the RFC):

0 1 2 3

0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| Code | Identifier | Length |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| |

| Authenticator |

| |

| |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| Attributes ...

+-+-+-+-+-+-+-+-+-+-+-+-+-

The code establishes the type of RADIUS packet. The codes are:

|  |  |
| --- | --- |
| Value | Description |
| 1 | Access-Request |
| 2 | Access-Accept |
| 3 | Access-Reject |
| 4 | Accounting-Request |
| 5 | Accounting-Response |
| 11 | Access-Challenge |
| 12 | Status-Server (experimental) |
| 13 | Status-Client (experimental) |
| 255 | Reserved |

The identifier is a one octet value that allows the RADIUS client to match a RADIUS response with the correct outstanding request.

The attributes section is where an arbitrary number of attribute fields are stored. The only pertinent attributes for this discussion are the User-Name and User-Password attributes.

This description will concentrate on the most common type of RADIUS exchange: An Access-Request involving a username and user password, followed by either an Access-Accept, Access-Reject or a failure. I will refer to the two participants in this protocol as the client and the server. The client is the entity that has authentication information that it wishes to validate. The server is the entity that has access to a database of authentication information that it can use to validate the client's authentication request.

#### Initial Client Processing

The client creates an Access-Request RADIUS packet, including at least the User-Name and User-Password attributes.

The Access-Request packet's identifier field is generated by the client. The generation process for the identifier field is not specified by the RADIUS protocol specification, but it is usually implemented as a simple counter that is incremented for each request.

The Access-Request packet contains a 16 octet Request Authenticator in the authenticator field. This Request authenticator is a randomly chosen 16 octet string.

This packet is completely unprotected, except for the User-Password attribute, which is protected as follows:

The client and server share a secret. That shared secret followed by the Request Authenticator is put through an MD5 hash to create a 16 octet value which is XORed with the password entered by the user. If the user password is greater than 16 octets, additional MD5 calculations are performed, using the previous ciphertext instead of the Request Authenticator.

More formally:  
Call the shared secret S and the pseudo-random 128-bit Request Authenticator RA. The password is broken into 16-octet blocks p1, p2, ... pn, with the last block padded at the end with '0's to a 16-octet boundary. The ciphertext blocks are c1, c2... cn.

c1 = p1 XOR MD5(S + RA)  
c2 = p2 XOR MD5(S + c1)  
.  
.  
.  
cn = pn XOR MD5(S + cn-1)

The User-Password attribute contains **c1+c2+...+cn**, Where + denotes concatenation.

#### Server Processing

The server receives the RADIUS Access-Request packet and verifies that the server possesses a shared secret for the client. If the server does not possess a shared secret for the client, the request is silently dropped.

Because the server also possesses the shared secret, it can go through a slightly modified version of the client's protection process on the User-Password attribute and obtain the unprotected password. It then uses its authentication database to validate the username and password. If the password is valid, the server creates an Access-Accept packet to send back to the client. If the password is invalid, the server creates an Access-Reject packet to send back to the client.

Both the Access-Accept packet and the Access-Reject packet use the same identifier value from the client's Access-Request packet, and put a Response Authenticator in the Authenticator field. The Response Authenticator is the is the MD5 hash of the response packet with the associated request packet's Request Authenticator in the Authenticator field, concatenated with the shared secret.

That is, ResponseAuth = MD5(Code+ID+Length+RequestAuth+Attributes+Secret) where + denotes concatenation.

#### Client Post Processing

When the client receives a response packet, it attempts to match it with an outstanding request using the identifier field. If the client does not have an outstanding request using the same identifier, the response is silently discarded. The client then verifies the Response Authenticator by performing the same Response Authenticator calculation the server performed, and then comparing the result with the Authenticator field. If the Response Authenticator does not match, the packet is silently discarded.

If the client received a verified Access-Accept packet, the username and password are considered to be correct, and the user is authenticated. If the client received a verified Access-Reject message, the username and password are considered to be incorrect, and the user is not authenticated.”(9)

# Research JaNET Moonshot

Yadayadayada

## How it works

Yada yada yada

## Applied Modifications

Yada yada yada

## Useable Parts
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## Known Issues
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# FreeRadius Module

Yadayadayada

## Certificate Management

yadyadayada

## SMIME Module
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## Carrier Protocol

The MIME entities will be wrapped in a vendor-specific AVP in the RADIUS Access-Request of Access-Accept packets. The vendor-specific AVPs are added according to RFC2865.

## Supported Algorithms

**Encryption**

The IdP will send messages encrypted with RSA to the Radius proxy. The Radius proxy will respond by signing the message with RSA and send the message to the client.

**Hashing**

The Radius proxy will hash the message received from the IdP with SHA1 and send the message encrypted to the client.

**Encoding**

The mime body’s will be encoded Base64, the headers will be constructed with US ASCI.

**Certificate format**

For the certificate format, the PKCS#7 format will be used according to the SMIME standard.

# Conclusion
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